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*# Boring preliminaries (Importnat files to run the code used in report)*

%**pylab** inline

**import** **re**

**import** **math**

**import** **string**

**from** **collections** **import** Counter

**from** **\_\_future\_\_** **import** division

**(1) Data: Text and Words**

Before we can do things with words, we need some words. First we need some *text*, possibly from a *file*. Then we can break the text into words. I happen to have a big text called [big.txt](file:///\\Users\pnorvig\Documents\ipynb\big.txt). We can read it, and see how big it is (in characters):

Input:

TEXT = file('big.txt').read()

len(TEXT)

Output:

6488409

So, six million characters.

Now let's break the text up into words (or more formal-sounding, *tokens*). For now we'll ignore all the punctuation and numbers, and anything that is not a letter.

Input:

**def** tokens(text):

"List all the word tokens (consecutive letters) in a text. Normalize to lowercase."

**return** re.findall('[a-z]+', text.lower())

Input:

tokens('This is: A test, 1, 2, 3, this is.')

Output:

['this', 'is', 'a', 'test', 'this', 'is']

Input:

WORDS = tokens(BIG)

len(WORDS)

Output:

1105211

So, a million words. Here are the first 10:

Input:

print(WORDS[:10])

['the', 'project', 'gutenberg', 'ebook', 'of', 'the', 'adventures', 'of', 'sherlock', 'holmes']

**(2) Models: Bag of Words**

The list WORDS is a list of the words in the TEXT, but it can also serve as a *generative model* of text. We know that language is very complicated, but we can create a simplified model of language that captures part of the complexity. In the *bag of words* model, we ignore the order of words, but maintain their frequency. Think of it this way: take all the words from the text, and throw them into a bag. Shake the bag, and then generating a sentence consists of pulling words out of the bag one at a time. Chances are it won't be grammatical or sensible, but it will have words in roughly the right proportions. Here's a function to sample an *n* word sentence from a bag of words:

Input:

**def** sample(bag, n=10):

"Sample a random n-word sentence from the model described by the bag of words."

**return** ' '.join(random.choice(bag) **for** \_ **in** range(n))

Input:

sample(WORDS)

Output:

'of with head the us underneath the affability cannon of'

Another representation for a bag of words is a Counter, which is a dictionary of {'word': count} pairs. For example,

Input:

Counter(tokens('Is this a test? It is a test!'))

Output:

Counter({'a': 2, 'is': 2, 'test': 2, 'this': 1, 'it': 1})

A Counter is like a dict, but with a few extra methods. Let's make a Counter for the big list of WORDS and get a feel for what's there:

Input:

COUNTS = Counter(WORDS)

print COUNTS.most\_common(10)

[('the', 80029), ('of', 40025), ('and', 38312), ('to', 28766), ('in', 22047), ('a', 21155), ('that', 12512), ('he', 12401), ('was', 11410), ('it', 10681)]

Input:

**for** w **in** tokens('the rare and neverbeforeseen words'):

print COUNTS[w], w

80029 the

83 rare

38312 and

0 neverbeforeseen

460 words

In 1935, linguist George Zipf noted that in any big text, the *n*th most frequent word appears with a frequency of about 1/*n* of the most frequent word. He get's credit for *Zipf's Law*, even though Felix Auerbach made the same observation in 1913. If we plot the frequency of words, most common first, on a log-log plot, they should come out as a straight line if Zipf's Law holds. Here we see that it is a fairly close fit:

Input:

M = COUNTS['the']

yscale('log'); xscale('log'); title('Frequency of n-th most frequent word and 1/n line.')

plot([c **for** (w, c) **in** COUNTS.most\_common()])

plot([M/i **for** i **in** range(1, len(COUNTS)+1)]);
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**(3) Task: Spelling Correction**

Given a word *w*, find the most likely correction *c* = correct(*w*).

**Approach:** Try all candidate words *c* that are known words that are near *w*. Choose the most likely one.

How to balance *near* and *likely*?

For now, in a trivial way: always prefer nearer, but when there is a tie on nearness, use the word with the highest WORDS count. Measure nearness by *edit distance*: the minimum number of deletions, transpositions, insertions, or replacements of characters. By trial and error, we determine that going out to edit distance 2 will give us reasonable results. Then we can define correct(*w*):

Input:

**def** correct(word):

"Find the best spelling correction for this word."

*# Prefer edit distance 0, then 1, then 2; otherwise default to word itself.*

candidates = (known(edits0(word)) **or**

known(edits1(word)) **or**

known(edits2(word)) **or**

[word])

**return** max(candidates, key=COUNTS.get)

The functions known and edits0 are easy; and edits2 is easy if we assume we have edits1:

Input:

**def** known(words):

"Return the subset of words that are actually in the dictionary."

**return** {w **for** w **in** words **if** w **in** COUNTS}

**def** edits0(word):

"Return all strings that are zero edits away from word (i.e., just word itself)."

**return** {word}

**def** edits2(word):

"Return all strings that are two edits away from this word."

**return** {e2 **for** e1 **in** edits1(word) **for** e2 **in** edits1(e1)}

Now for edits1(word): the set of candidate words that are one edit away. For example, given "wird", this would include "weird" (inserting an e) and "word"(replacing a i with a o), and also "iwrd" (transposing w and i; then known can be used to filter this out of the set of final candidates). How could we get them? One way is to *split* the original word in all possible places, each split forming a *pair* of words, (a, b), before and after the place, and at each place, either delete, transpose, replace, or insert a letter:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| pairs: | Ø+wird | w+ird | wi+rd | wir+d | wird+Ø | *Notes:* (*a*, *b*) pair |
| deletions: | Ø+ird | w+rd | wi+d | wir+Ø |  | *Delete first char of b* |
| transpositions: | Ø+iwrd | w+rid | wi+dr |  |  | *Swap first two chars of b* |
| replacements: | Ø+?ird | w+?rd | wi+?d | wir+? |  | *Replace char at start of b* |
| insertions: | Ø+?+wird | w+?+ird | wi+?+rd | wir+?+d | wird+?+Ø | *Insert char between a and b* |

Input:

**def** edits1(word):

"Return all strings that are one edit away from this word."

pairs = splits(word)

deletes = [a+b[1:] **for** (a, b) **in** pairs **if** b]

transposes = [a+b[1]+b[0]+b[2:] **for** (a, b) **in** pairs **if** len(b) > 1]

replaces = [a+c+b[1:] **for** (a, b) **in** pairs **for** c **in** alphabet]

inserts = [a+c+b **for** (a, b) **in** pairs **for** c **in** alphabet]

**return** set(deletes + transposes + replaces + inserts)

**def** splits(word):

"Return a list of all possible (first, rest) pairs that comprise word."

**return** [(word[:i], word[i:])

**for** i **in** range(len(word)+1)]

alphabet = 'abcdefghijklmnopqrstuvwxyz'

Input:

splits('wird')

Output:

[('', 'wird'), ('w', 'ird'), ('wi', 'rd'), ('wir', 'd'), ('wird', '')]

Input:

print edits0('wird')

set(['wird'])

Input:

print edits1('wird')

set(['wirdh', 'wirdw', 'jird', 'wiid', 'wirj', 'wiprd', 'rird', 'wkird', 'wiqrd', 'wrird', 'wisrd', 'zwird', 'wiqd', 'wizrd', 'wirs', 'wrd', 'wqird', 'tird', 'wirdp', 'wrrd', 'wzrd', 'wiad', 'nird', 'wirsd', 'wixd', 'wxird', 'lird', 'eird', 'wmird', 'wihd', 'wirp', 'lwird', 'wirzd', 'widrd', 'wxrd', 'ewird', 'wirdx', 'wirkd', 'hwird', 'wipd', 'wirnd', 'uwird', 'wirz', 'mwird', 'wjrd', 'wirjd', 'wirrd', 'wirdd', 'wsird', 'bwird', 'wcrd', 'xwird', 'wdird', 'wibrd', 'wikd', 'wiryd', 'wiord', 'gird', 'wtird', 'wbrd', 'nwird', 'wlrd', 'wgird', 'wmrd', 'wirf', 'wirg', 'wird', 'wire', 'wirb', 'wirc', 'wira', 'wkrd', 'wiro', 'wirl', 'wirm', 'iird', 'wirk', 'wirh', 'wiri', 'wirv', 'wirw', 'wirt', 'wiru', 'wirr', 'wicd', 'cird', 'wirq', 'wirqd', 'wizd', 'wirhd', 'ird', 'bird', 'wirx', 'wiry', 'wvrd', 'widr', 'wprd', 'wirad', 'wijd', 'wirxd', 'uird', 'wirdb', 'qwird', 'dird', 'wnrd', 'wjird', 'gwird', 'whrd', 'wtrd', 'woird', 'rwird', 'wurd', 'wijrd', 'witrd', 'wwrd', 'dwird', 'vwird', 'wibd', 'wiyd', 'wicrd', 'weird', 'yird', 'wiwrd', 'wirdv', 'wirdu', 'wid', 'wirds', 'wirdr', 'sird', 'wirbd', 'wirdq', 'wirdy', 'wivrd', 'wirdg', 'wirdf', 'wirde', 'wiud', 'wirdc', 'wir', 'wirda', 'wfird', 'kwird', 'wirdn', 'wirdm', 'wirdl', 'wirdk', 'wirdj', 'wiird', 'wnird', 'wiurd', 'wied', 'aird', 'wirod', 'wpird', 'wcird', 'wzird', 'jwird', 'wirdo', 'wsrd', 'wimd', 'wirwd', 'mird', 'fird', 'wuird', 'wirdt', 'wired', 'wirgd', 'wirfd', 'witd', 'wfrd', 'wyrd', 'wihrd', 'zird', 'ward', 'wilrd', 'widd', 'iwrd', 'hird', 'word', 'wisd', 'wvird', 'pird', 'wlird', 'wyird', 'wdrd', 'werd', 'wild', 'oird', 'wirid', 'wgrd', 'wirvd', 'wiod', 'wirud', 'wircd', 'wiyrd', 'wigrd', 'wixrd', 'wiard', 'vird', 'wiwd', 'wigd', 'wirmd', 'swird', 'wierd', 'xird', 'qird', 'waird', 'wqrd', 'kird', 'cwird', 'wirtd', 'wirdz', 'awird', 'fwird', 'wirpd', 'wifrd', 'pwird', 'owird', 'wivd', 'wimrd', 'iwird', 'winrd', 'wirdi', 'wrid', 'wifd', 'wirld', 'wwird', 'ywird', 'wirn', 'wbird', 'whird', 'wikrd', 'wind', 'twird'])

Input:

print len(edits2('wird'))

24254

Input:

map(correct, tokens('Speling errurs in somethink. Whutever; unusuel misteakes everyware?'))

Output:

['spelling',

'errors',

'in',

'something',

'whatever',

'unusual',

'mistakes',

'everywhere']

Can we make the output prettier than that?

Input:

**def** correct\_text(text):

"Correct all the words within a text, returning the corrected text."

**return** re.sub('[a-zA-Z]+', correct\_match, text)

**def** correct\_match(match):

"Spell-correct word in match, and preserve proper upper/lower/title case."

word = match.group()

**return** case\_of(word)(correct(word.lower()))

**def** case\_of(text):

"Return the case-function appropriate for text: upper, lower, title, or just str."

**return** (str.upper **if** text.isupper() **else**

str.lower **if** text.islower() **else**

str.title **if** text.istitle() **else**

str)

Input:

map(case\_of, ['UPPER', 'lower', 'Title', 'CamelCase'])

Output:

[<method 'upper' of 'str' objects>,

<method 'lower' of 'str' objects>,

<method 'title' of 'str' objects>,

str]

Input:

correct\_text('Speling Errurs IN somethink. Whutever; unusuel misteakes?')

Output:

'Spelling Errors IN something. Whatever; unusual mistakes?'

Input:

correct\_text('Audiance sayzs: tumblr ...')

Output:

'Audience says: tumbler ...'

So far so good. You can probably think of a dozen ways to make this better. Here's one: in the text "three, too, one, blastoff!" we might want to correct "too" with "two", even though "too" is in the dictionary. We can do better if we look at a *sequence* of words, not just an individual word one at a time. But how can we choose the best corrections of a sequence? The ad-hoc approach worked pretty well for single words, but now we could use some real theory .

**(4) Theory: From Counts to Probabilities of Word Sequences**

We should be able to compute the probability of a word, $P(w)$. We do that with the function pdist, which takes as input a Counter (hat is, a bag of words) and returns a function that acts as a probability distribution over all possible words. In a probability distribution the probability of each word is between 0 and 1, and the sum of the probabilities is 1.

Input:

**def** pdist(counter):

"Make a probability distribution, given evidence from a Counter."

N = sum(counter.values())

**return** **lambda** x: counter[x]/N

P = pdist(COUNTS)

Input:

**for** w **in** tokens('"The" is most common word in English'):

print P(w), w

0.0724106075672 the

0.00884356018896 is

0.000821562579453 most

0.000259678921039 common

0.000269631771671 word

0.0199482270806 in

0.000190913771217 english

Now, what is the probability of a *sequence* of words? Use the definition of a joint probability:

$P(w\_1 \ldots w\_n) = P(w\_1) \times P(w\_2 \mid w\_1) \times P(w\_3 \mid w\_1 w\_2) \ldots \times \ldots P(w\_n \mid w\_1 \ldots w\_{n-1})$

The *bag of words* model assumes that each word is drawn from the bag *independently* of the others. This gives us the wrong approximation:

$P(w\_1 \ldots w\_n) = P(w\_1) \times P(w\_2) \times P(w\_3) \ldots \times \ldots P(w\_n)$
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The statistician George Box said that *All models are wrong, but some are useful.*

How can we compute $P(w\_1 \ldots w\_n)$? We'll use a different function name, Pwords, rather than P, and we compute the product of the individual probabilities:

Input:

**def** Pwords(words):

"Probability of words, assuming each word is independent of others."

**return** product(Pword(w) **for** w **in** words)

**def** product(nums):

"Multiply the numbers together. (Like `sum`, but with multiplication.)"

result = 1

**for** x **in** nums:

result \*= x

**return** result

Input:

tests = ['this is a test',

'this is a unusual test',

'this is a neverbeforeseen test']

**for** test **in** tests:

print Pwords(tokens(test)), test

2.98419543271e-11 this is a test

8.64036404331e-16 this is a unusual test

0.0 this is a neverbeforeseen test

Yikes—it seems wrong to give a probability of 0 to the last one; it should just be very small. We'll come back to that later. The other probabilities seem reasonable.

**(5) Task: Word Segmentation**

**Task**: *given a sequence of characters with no spaces separating words, recover the sequence of words.*

Why? Languages with no word delimiters: [不带空格的词](http://translate.google.com/" \l "auto/en/%E4%B8%8D%E5%B8%A6%E7%A9%BA%E6%A0%BC%E7%9A%84%E8%AF%8D)

In English, sub-genres with no word delimiters ([spelling errors](https://www.google.com/search?q=wordstogether), [URLs](http://speedofart.com/)).

**Approach 1:** Enumerate all candidate segementations and choose the one with highest Pwords

Problem: how many segmentations are there for an *n*-character text?

**Approach 2:** Make one segmentation, into a first word and remaining characters. If we assume words are independent then we can maximize the probability of the first word adjoined to the best segmentation of the remaining characters.

assert segment('choosespain') == ['choose', 'spain']

segment('choosespain') ==

max(Pwords(['c'] + segment('hoosespain')),

Pwords(['ch'] + segment('oosespain')),

Pwords(['cho'] + segment('osespain')),

Pwords(['choo'] + segment('sespain')),

...

Pwords(['choosespain'] + segment('')))

To make this somewhat efficient, we need to avoid re-computing the segmentations of the remaining characters. This can be done explicitly by *dynamic programming* or implicitly with *memoization*. Also, we shouldn't consider all possible lengths for the first word; we can impose a maximum length. What should it be? A little more than the longest word seen so far.

Input:

**def** memo(f):

"Memoize function f, whose args must all be hashable."

cache = {}

**def** fmemo(\*args):

**if** args **not** **in** cache:

cache[args] = f(\*args)

**return** cache[args]

fmemo.cache = cache

**return** fmemo

Input:

max(len(w) **for** w **in** COUNTS)

Output:

18

Input:

**def** splits(text, start=0, L=20):

"Return a list of all (first, rest) pairs; start <= len(first) <= L."

**return** [(text[:i], text[i:])

**for** i **in** range(start, min(len(text), L)+1)]

Input:

print splits('word')

print splits('reallylongtext', 1, 4)

[('', 'word'), ('w', 'ord'), ('wo', 'rd'), ('wor', 'd'), ('word', '')]

[('r', 'eallylongtext'), ('re', 'allylongtext'), ('rea', 'llylongtext'), ('real', 'lylongtext')]

Input:

@memo

**def** segment(text):

"Return a list of words that is the most probable segmentation of text."

**if** **not** text:

**return** []

**else**:

candidates = ([first] + segment(rest)

**for** (first, rest) **in** splits(text, 1))

**return** max(candidates, key=Pwords)

Input:

segment('choosespain')

Output:

['choose', 'spain']

Input164]:

segment('speedofart')

Output:

['speed', 'of', 'art']

Input:

decl = ('wheninthecourseofhumaneventsitbecomesnecessaryforonepeople' +

'todissolvethepoliticalbandswhichhaveconnectedthemwithanother' +

'andtoassumeamongthepowersoftheearththeseparateandequalstation' +

'towhichthelawsofnatureandofnaturesgodentitlethem')

Input:

print(segment(decl))

['when', 'in', 'the', 'course', 'of', 'human', 'events', 'it', 'becomes', 'necessary', 'for', 'one', 'people', 'to', 'dissolve', 'the', 'political', 'bands', 'which', 'have', 'connected', 'them', 'with', 'another', 'and', 'to', 'assume', 'among', 'the', 'powers', 'of', 'the', 'earth', 'the', 'separate', 'and', 'equal', 'station', 'to', 'which', 'the', 'laws', 'of', 'nature', 'and', 'of', 'natures', 'god', 'entitle', 'them']

Input172]:

Pwords(segment(decl))

Output:

3.613815636889254e-141

Input:

Pwords(segment(decl \* 2))

Output:

1.305966345742529e-281

Input170]:

Pwords(segment(decl \* 3))

Output:

0.0

That's a problem. We'll come back to it later.

Input:

segment('smallandinsignificant')

Output:

['small', 'and', 'insignificant']

Input:

segment('largeandinsignificant')

Output:

['large', 'and', 'insignificant']

Input:

print(Pwords(['large', 'and', 'insignificant']))

print(Pwords(['large', 'and', 'in', 'significant']))

4.1121373609e-10

1.06638804821e-11

Summary:

* Looks pretty good!
* The bag-of-words assumption is a limitation.
* Recomputing Pwords on each recursive call is somewhat inefficient.
* Numeric underflow for texts longer than 100 or so words; we'll need to use logarithms, or other tricks.

**(6) Data: Mo' Data, Mo' Better**

Let's move up from millions to *billions and billions* of words. Once we have that amount of data, we can start to look at two word sequences, without them being too sparse. I happen to have data files available in the format of "word \t count", and bigram data in the form of "word1 word2 \t count". Let's arrange to read them in:

Input:

**def** load\_counts(filename, sep='**\t**'):

*"""Return a Counter initialized from key-value pairs,*

*one on each line of filename."""*

C = Counter()

**for** line **in** open(filename):

key, count = line.split(sep)

C[key] = int(count)

**return** C

Input:

COUNTS1 = load\_counts('count\_1w.txt')

COUNTS2 = load\_counts('count\_2w.txt')

P1w = pdist(COUNTS1)

P2w = pdist(COUNTS2)

Input:

print len(COUNTS1), sum(COUNTS1.values())/1e9

print len(COUNTS2), sum(COUNTS2.values())/1e9

333333 588.124220187

286358 225.955251755

Input:

COUNTS2.most\_common(30)

Output:

[('of the', 2766332391),

('in the', 1628795324),

('to the', 1139248999),

('on the', 800328815),

('for the', 692874802),

('and the', 629726893),

('to be', 505148997),

('is a', 476718990),

('with the', 461331348),

('from the', 428303219),

('by the', 417106045),

('at the', 416201497),

('of a', 387060526),

('in a', 364730082),

('will be', 356175009),

('that the', 333393891),

('do not', 326267941),

('is the', 306482559),

('to a', 279146624),

('is not', 276753375),

('for a', 274112498),

('with a', 271525283),

('as a', 270401798),

('<S> and', 261891475),

('of this', 258707741),

('<S> the', 258483382),

('it is', 245002494),

('can be', 230215143),

('If you', 210252670),

('has been', 196769958)]

**(7) Theory and Practice: Segmentation with Bigram Data**

A less-wrong approximation:

$P(w\_1 \ldots w\_n) = P(w\_1) \times P(w\_2 \mid w\_1) \times P(w\_3 \mid w\_2) \ldots \times \ldots P(w\_n \mid w\_{n-1})$

This is called the *bigram* model, and is equivalent to taking a text, cutting it up into slips of paper with two words on them, and having multiple bags, and putting each slip into a bag labelled with the first word on the slip. Then, to generate language, we choose the first word from the original single bag of words, and chose all subsequent words from the bag with the label of the previously-chosen word.

Let's start by defining the probability of a single discrete event, given evidence stored in a Counter:

Recall that the less-wrong bigram model approximation to English is:

$P(w\_1 \ldots w\_n) = P(w\_1) \times P(w\_2 \mid w\_1) \times P(w\_3 \mid w\_2) \ldots \times \ldots P(w\_n \mid w\_{n-1})$

where the conditional probability of a word given the previous word is defined as:

$P(w\_n \mid w\_{n-1}) = P(w\_{n-1}w\_n) / P(w\_{n-1}) $

Input:

**def** Pwords2(words, prev='<S>'):

"The probability of a sequence of words, using bigram data, given prev word."

**return** product(cPword(w, (prev **if** (i == 0) **else** words[i-1]) )

**for** (i, w) **in** enumerate(words))

*# Change Pwords to use P1w (the bigger dictionary) instead of Pword*

**def** Pwords(words):

"Probability of words, assuming each word is independent of others."

**return** product(P1w(w) **for** w **in** words)

**def** cPword(word, prev):

"Conditional probability of word, given previous word."

bigram = prev + ' ' + word

**if** P2w(bigram) > 0 **and** P1w(prev) > 0:

**return** P2w(bigram) / P1w(prev)

**else**: *# Average the back-off value and zero.*

**return** P1w(word) / 2

Input:

print Pwords(tokens('this is a test'))

print Pwords2(tokens('this is a test'))

print Pwords2(tokens('is test a this'))

1.78739820006e-10

6.41367629438e-08

1.18028600367e-11

To make segment2, we copy segment, and make sure to pass around the previous token, and to evaluate probabilities with Pwords2 instead of Pwords.

Input:

@memo

**def** segment2(text, prev='<S>'):

"Return best segmentation of text; use bigram data."

**if** **not** text:

**return** []

**else**:

candidates = ([first] + segment2(rest, first)

**for** (first, rest) **in** splits(text, 1))

**return** max(candidates, key=**lambda** words: Pwords2(words, prev))

Input:

print segment2('choosespain')

print segment2('speedofart')

print segment2('smallandinsignificant')

print segment2('largeandinsignificant')

['choose', 'spain']

['speed', 'of', 'art']

['small', 'and', 'in', 'significant']

['large', 'and', 'in', 'significant']

Input:

adams = ('faroutintheunchartedbackwatersoftheunfashionableendofthewesternspiral' +

'armofthegalaxyliesasmallunregardedyellowsun')

print segment(adams)

print segment2(adams)

['far', 'out', 'in', 'the', 'uncharted', 'backwaters', 'of', 'the', 'unfashionable', 'end', 'of', 'the', 'western', 'spiral', 'arm', 'of', 'the', 'galaxy', 'lies', 'a', 'small', 'un', 'regarded', 'yellow', 'sun']

['far', 'out', 'in', 'the', 'uncharted', 'backwaters', 'of', 'the', 'unfashionable', 'end', 'of', 'the', 'western', 'spiral', 'arm', 'of', 'the', 'galaxy', 'lies', 'a', 'small', 'un', 'regarded', 'yellow', 'sun']

Input:

P1w('unregarded')

Output:

0.0

Input:

tolkein = 'adrybaresandyholewithnothinginittositdownonortoeat'

print segment(tolkein)

print segment2(tolkein)

['a', 'dry', 'bare', 'sandy', 'hole', 'with', 'nothing', 'in', 'it', 'to', 'sitdown', 'on', 'or', 'to', 'eat']

['a', 'dry', 'bare', 'sandy', 'hole', 'with', 'nothing', 'in', 'it', 'to', 'sit', 'down', 'on', 'or', 'to', 'eat']

Conclusion? Bigram model is a little better, but not much. Hundreds of billions of words still not enough. (Why not trillions?) Could be made more efficient.

**(8) Theory: Evaluation**

So far, we've got an intuitive feel for how this all works. But we don't have any solid metrics that quantify the results. Without metrics, we can't say if we are doing well, nor if a change is an improvement. In general, when developing a program that relies on data to help make predictions, it is good practice to divide your data into three sets:

1. **Training set:** the data used to create our spelling model; this was the big.txt file.
2. **Development set:** a set of input/output pairs that we can use to rank the performance of our program as we are developing it.
3. **Test set:** another set of input/output pairs that we use to rank our program *after* we are done developing it. The development set can't be used for this purpose—once the programmer has looked at the development test it is tainted, because the programmer might modify the program just to pass the development test. That's why we need a separate test set that is only looked at after development is done.

For this program, the training data is the word frequency counts, the development set is the examples like "choosespain" that we have been playing with, and now we need a test set.

Input201]:

**def** test\_segmenter(segmenter, tests):

"Try segmenter on tests; report failures; return fraction correct."

**return** sum([test\_one\_segment(segmenter, test)

**for** test **in** tests]), len(tests)

**def** test\_one\_segment(segmenter, test):

words = tokens(test)

result = segmenter(cat(words))

correct = (result == words)

**if** **not** correct:

print 'expected', words

print 'got ', result

**return** correct

proverbs = ("""A little knowledge is a dangerous thing

A man who is his own lawyer has a fool for his client

All work and no play makes Jack a dull boy

Better to remain silent and be thought a fool that to speak and remove all doubt;

Do unto others as you would have them do to you

Early to bed and early to rise, makes a man healthy, wealthy and wise

Fools rush in where angels fear to tread

Genius is one percent inspiration, ninety-nine percent perspiration

If you lie down with dogs, you will get up with fleas

Lightning never strikes twice in the same place

Power corrupts; absolute power corrupts absolutely

Here today, gone tomorrow

See no evil, hear no evil, speak no evil

Sticks and stones may break my bones, but words will never hurt me

Take care of the pence and the pounds will take care of themselves

Take care of the sense and the sounds will take care of themselves

The bigger they are, the harder they fall

The grass is always greener on the other side of the fence

The more things change, the more they stay the same

Those who do not learn from history are doomed to repeat it"""

.splitlines())

Input:

test\_segmenter(segment, proverbs)

expected ['sticks', 'and', 'stones', 'may', 'break', 'my', 'bones', 'but', 'words', 'will', 'never', 'hurt', 'me']

got ['stick', 'sandstones', 'may', 'break', 'my', 'bones', 'but', 'words', 'will', 'never', 'hurt', 'me']

Output203]:

(19, 20)

Input:

test\_segmenter(segment2, proverbs)

Output:

(20, 20)

This confirms that both segmenters are very good, and that segment2 is slightly better. There is much more that can be done in terms of the variety of tests, and in measuring statistical significance.

**(9) Theory and Practice: Smoothing**

Let's go back to a test we did before, and add some more test cases:

Input:

tests = ['this is a test',

'this is a unusual test',

'this is a nongovernmental test',

'this is a neverbeforeseen test',

'this is a zqbhjhsyefvvjqc test']

**for** test **in** tests:

print Pwords(tokens(test)), test

1.78739820006e-10 this is a test

3.78675425278e-15 this is a unusual test

1.31179474235e-16 this is a nongovernmental test

0.0 this is a neverbeforeseen test

0.0 this is a zqbhjhsyefvvjqc test

The issue here is the finality of a probability of zero. Out of the three 15-letter words, it turns out that "nongovernmental" is in the dictionary, but if it hadn't been, if somehow our corpus of words had missed it, then the probability of that whole phrase would have been zero. It seems that is too strict; there must be some "real" words that are not in our dictionary, so we shouldn't give them probability zero. There is also a question of likelyhood of being a "real" word. It does seem that "neverbeforeseen" is more English-like than "zqbhjhsyefvvjqc", and so perhaps should have a higher probability.

We can address this by assigning a non-zero probability to words that are not in the dictionary. This is even more important when it comes to multi-word phrases (such as bigrams), because it is more likely that a legitimate one will appear that has not been observed before.

We can think of our model as being overly spiky; it has a spike of probability mass wherever a word or phrase occurs in the corpus. What we would like to do is*smooth* over those spikes so that we get a model that does not depend on the details of our corpus. The process of "fixing" the model is called *smoothing*.

For example, Laplace was asked what's the probability of the sun rising tomorrow. From data that it has risen $n/n$ times for the last *n* days, the maximum liklihood estimator is 1. But Laplace wanted to balance the data with the possibility that tomorrow, either it will rise or it won't, so he came up with $(n + 1) / (n + 2)$.
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*What we know is little, and what we are ignorant of is immense.  
— Pierre Simon Laplace, 1749-1827*

*Input:*

***def*** *pdist\_additive\_smoothed(counter, c=1):*

*"""The probability of word, given evidence from the counter.*

*Add c to the count for each item, plus the 'unknown' item."""*

*N = sum(counter.values()) # Amount of evidence*

*Nplus = N + c \* (len(counter) + 1) # Evidence plus fake observations*

***return******lambda*** *word: (counter[word] + c) / Nplus*

*P1w = pdist\_additive\_smoothed(COUNTS1)*

*Input:*

*P1w('neverbeforeseen')*

*Output:*

*1.7003201005861308e-12*

*But now there's a problem ... we now have previously-unseen words with non-zero probabilities. And maybe 10-12 is about right for words that are observed in text: that is, if I'm reading a new text, the probability that the next word is unknown might be around 10-12. But if I'm manufacturing 20-letter sequences at random, the probability that one will be a word is much, much lower than 10-12.*

*Look what happens:*

*Input:*

*segment('thisisatestofsegmentationofalongsequenceofwords')*

*Output:*

*['thisisatestofsegment', 'ationofalongsequence', 'of', 'words']*

*There are two problems:*

*First, we don't have a clear model of the unknown words. We just say "unknown" but we don't distinguish likely unknown from unlikely unknown. For example, is a 8-character unknown more likely than a 20-character unknown?*

*Second, we don't take into account evidence from parts of the unknown. For example, "unglobulate" versus "zxfkogultae".*

*For our next approach, Good - Turing smoothing re-estimates the probability of zero-count words, based on the probability of one-count words (and can also re-estimate for higher-number counts, but that is less interesting).*

*![http://upload.wikimedia.org/wikipedia/en/b/b4/I._J._Good.jpg](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/4QNSRXhpZgAATU0AKgAAAAgABVEAAAQAAAABAAAAAFEBAAMAAAABAAEAAFECAAEAAAMAAAAASlEDAAEAAAABAAAAAFEEAAEAAAAB/wAAAAAAAAAAAAD///8+Ghw4JylHMzZWLDRFHCU0FBw2GyMoFRw5NjglDB1IPEUoFyQrJSo2KzUtGywYCBkbESJUUlYnHDQiGSwrKDU4OUdJSlYrNTpTXWA7R0pidHRLV1dbbWhrgXp6jIaar6eKnpZrenSpvbS1xbw3RTwqNixpdWpLVUt5hXjAzL+1vLSKloiptqdbZVmmrKR3fHWappWHi4W4xLHK08TZ4dRoa2bR2cuYnJSqtJyLlHtsdFymqpi2uqdaW1aXmoiHiXiprIp3eGmcnXqMjFz8/OSCgWuXlXq3tZpoZ1mrpGualWV4dVqloonKx6mEfESMhEyUjFSblFyknGOLhFa0rHO8tHtzbkyinGzEvIPMxIqzrHyqpHbc1JqLh2iEfEx8dUmUjFzEvIy7tIfMxJdYVkpqZEj89Mz89te1pFy9rGTVxHzg1abw5bnc1bmMfEScjFSsnGO8rHPezIrWxYnMvIOEdETKtGyMfEyUhFS3pGqcjFyklGTHtHusnGy0pHS8rHzEtITMvIzm2a/k3MPs5Mvq5daYhEyolFzSu3fYx5ji3MywlEzUt2yEdEyUhFyklGzl0J20pHzEtIzXyqiUfETEqWzErHjUvImMdESsjlS0l1vMq2mUfEychFS1m2eslGS9pHTNtISomHi4qIjJuJelhUu9mlvFo2Olilh5Z0eJeFj258uefESMdEzMrHmZh2g5NCzs3MPLw7aUc0J8YjqcfEyvlGy+o3zNs4zFq4bUvJe1iEuIZzuWeladdEG0i1iUdEyIakadgF2mime2mne4qZfi08H259WlfE53aFdTRzuYiHfZybjs3MxJSEdyVTnMuqnAsqWVa0edc1BrWEjdwquumYdxSy+OeGfs1ML03MpjRzS3iWnFlnXWuKTly7mHalininfGqpji1MxiOiZJNSvPoIjr3NTVq5e+mopHPjpmW1Z2a2Y6JRxXOCu0eWGAWUiai4WYaVqldma2iXrs1Mz03NRKJhxYSkdXOjdVLClHKSh3dHT/////2wBDAAIBAQIBAQICAgICAgICAwUDAwMDAwYEBAMFBwYHBwcGBwcICQsJCAgKCAcHCg0KCgsMDAwMBwkODw0MDgsMDAz/2wBDAQICAgMDAwYDAwYMCAcIDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAz/wAARCAC3AJADASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwDM8P8Aww0Sy0WxW0sbWzt/Kikk8i1RGXGCEO0cseM8jpjA7dbYfDSO7sJF+yLM3UJ5anghMjjOM5HpnGe1aTaQsC2cG2FVtUjUiNV3SDYPnOQBjkdOvPWuu0PS0j2ebGssscZDAL8xCr1P5+4OSPceLKTbMdd+pxWoeBdPmK/6PbeWnESRxDdIOCAuCM9Cc5Gc5rAm+GsNx5MbpDIMKkhV9ocEAdQByFxwp7cYr2K28PxiKGGaGPa6/ICpHlHnkjkcjb8uSML69YLnwQsEPmfZS3ko2PKf5F45O5gfT0OOmQM1i01a4KXRHiv/AAgEdvd8x2+1gQBMmWOc5UjOB654Bx1FYXiSwt/COjvdagWtY1HkhivBbIAzlu5OMHOM9uAPc/EmhwadYtcb4wq/vFZVKHccAcYyGOOgPoTxzXxl+2r8Q768tNR0mxka2txZw3Rd9qW0QLKMyMBn74O0HAAUg+hKdFzkkdFPV2NrWviLpVlok97cqtvY2Qb7QCoR424A+9tG04HO4YxkjANeS6z+2H4JmnnEknl2sOCqeW7PIQ3P3dwyOmC2MLn/AGR4PP428YfG+7t/A+hpe6lqlw6rKYHObgAtyenysSGJYnBHXtX19+yV/wAEV31ee1vfGusWjeYQ62tn+88tvQsy9Rg9RgknOcYrurU8LhI3xMtey3O6lhXPY8n0j9sbwLd6xFay/wBpQxq+8zC3XYOeFIJOM9c4HIPHeu68A/F7w1488xrO6aPy2SGOOWRR5gO0owUMQMcDB7qR3r728Bf8Ei/hPZ+GFtb3S1uZPMcsSgZ88cDhsLzj8eO2PJfj/wD8EAtNvJptQ8B3VtayxqWa1lRgsn0ccDJBO7nk8DvXH/aGAqSsm15lfU59PzPEB4MimjK3EccrPIWaYuWUsOhI6Nkhh/EeDnnrQ1TwDJBa3EkkXz7RtkyzfOBt5HTjkduGPOSK43x18AviF+xtb3ureKrq+tdP0No1EK3DOtwvIKoDjA+TlvbHXgTD9s/w/wCLvB15qNqJ47yALIba4fBILYJU5G5SvzHbzzjHWul0m7Om+Zd/uMPZzitU7M1JPCM9tM0iPcWqMrBpAW8xj8xyig9cY6Y5B9OXSDVtFjjt4tW1SFgpKbLt1ZWI5AAIJz6Z7kccE6XwV+I1t8TLWWS3t4lkjDxu0W10AXb2HOcScMcn0yea6jV/C5X5plXDIBvKhsblYnrzuPyqSCM49uTlnF2Zlz6/10PPrj4ueNtNVhD4s14ec53q1w2GGPuleQR1HHXGMdBUun/tP/FDQoPMXxfqWNpDbPLl9COqkk4Knqc45zzW9rnhFZrgTJGv7ts+iucnn15wcZOCBnjGDzdz4YMa58sKqhJXYKcgttPJPIPzc5OTyOmKceyNIxpvWSX3Fo/ts/GCxuI9vix2eEFiJLeENgKAwBEee465JODXB/Fv/gqL8XPDGsm1/tDS7qFokEkU9mr5x1UsCp7ke3t1G1c+H8fu1jjbh2ILLt4AA49AT1GCB9K+Xf2jjHb/ABWe087aFiU7vL7EKM5ORuBznB74ruwseefvCjh6UnflR+2l14F1KIm4Kq32gbUw5Ysh3L1xxx65+Y+hrY0LRn+xXEfmMGun+UqnEpAI7qcgtjHI6j3rW8X+MP7O+AHw3tre4VtV1m+lubm4JxJLCscrqvGNq4ePI57HgYBqRSxQXeNsb+WNzvn97x0A5bPY+n514sa0ZfB/WxxSozj8Zbi0+Nljjhkh3RsVYogBQBuo5BzkjjByQwxyCYdQ0qSxsmjjaKONoAwY5CgDnAxjA+XHbBB75J2EGxFKwr5MhR0dsHZuxkdMZ7Z7njAxTpbZnsmjjbchcA7m2MMcZPOOo/A+4xRsjPqeQ/GbWbXQPD06zDyYrdRKQZW2xgZ5fj5RwWJOAQMAHqfx/wD2qvjNqHx2+OE+k+H5Wm/0prCJrWT93fFXcIQ28qFCN1U4J3N3FfYH/BZz9pW6+Gt/b+DrJbqNtc05ZZJI5FjVFLyq2eG4IK/L1BycAmvj39gD4cf8JT8W21qb5Y9DAn3/ACqhdsgd9owu5vwxmvVwsVRoyxU+i0/r1PUwdHRSfU/Rv/gnJ+y7pPwH8Cx/ZbdLzxDeL5l/ftGHZiduFPH+rCsAvY/MeMkD7W+HCQzTvvmjjdQX2sp+bKrjPtkHAPTI5zwPkH4VeM5bDTYoba1kkjYrkoC+/nBAwCOgP5Y9a9/+GWpSXUKyKzWyqnmELuXe52qxwB04U9f4fbFfCYqrOtVc6u57VOny3sfSXgWK31rUY55G8za67FJKuQTyT6j09ec17Vb6IjxRtFHG2QGwQGOO+eT+fb9a+e/gRq7R6gV3Y4zK4JyRjOSc89SMdTj8B9B+HZWitmWQL5m/KhiSMdsg+/Hpx6c10YemlEdSXvHiX7cf7J1h+1R8AfEXhmSG1jvtQspRaycDD7SVOQc8kDpkd6/l8+L/AIA1T4LfE7WPD+oLJbanoty1pcR7duxlYgdT0+7x3x75r+v86MbS8jj3MnmY+RRn5cEfy/Dj0zX4Kf8ABzV+xivwy/aLsfiZpFozWXjKIJqKIQRBcqFUHp/GAMZzkq3rX0+Q4hwm6T2kc0+W9j5o/YE+NFp8Mte+y39zH9n1O5traQvKo8tnZtksZPG0EqG9mzng195anokc2lNJHJFIs2yVeQVOSG3YbCtkcnpjp0Jr8cbLxHIuqLPv82RUygb/AFYIwDwOOnOc8HNfrN+yrr1/4+/Z88M3t5ff2lqP2BDcSIElGSjYRzkfNtBzn05I4NelmVFKSmuv/APJxcHFqfcdd+HSyTeY26B/3RAj/wBXk4GDkHPBPbBP4Vh3XhoRxJNIynyyfMLoeD/Ccj2Y8dj9RXo2qaNJPE26RSS+R90SYbHXnjBPToN3XoKxNW0+2+QTPhWk2pw0iykYB6cYPOB646A158ddjn9prZnmWr6L5EfRZGVAzZOxIycDpk7uQSR9Qc8V8VftGaWsXx5uod0ZYPFEUwFcjAG4Z445HPXrivvfUbKR03m4kjKORggsAck4wOD3yeeueSTXwr8T4Drv7Wdzbw7p445lO5SdmAmScDpwfXkjtzXp4H4n5I3oSs2/I/abxuZLmz+Fdu6v5cWiTyFnc4DlbQb/AEXG48A4z3HU3EtZFlU+ZGo83fIVYg56kIQeeh6gYwO+cV/iBqUdr8TNB0tZJJG0/wAOs8qllLIskiKxXvyqc9/l6Grfh+6uJJUj8uaRTuj4bawIGfQgKOOnYAZxivl8P8N0PEaOx0vh8edAsRjMvmvvjQsByo5wCeew4z0/LT1TTkfTbfy/3qyATMd/zgL+ueh54xx9WaUJmtoCI9qKMxjGd/JPG0ZXgg5JBGfz1TBusFeRd3zDzGIY5wSGI4I54PHpwfXpfc8+KPyc/wCC/wB8OgPHfg3xIHj4spbWW2WUsyoGLDK4ODuLjd0ODnGAT4/+wEIfDXw11jVrq8hsLWW63S3TOy7dgIVR68liePQHPBH62ftmfs/Wn7QHwO8SabcWNnfapPYXX9lrOiMHuVhby89BgEnBI4ODnPA/Fn4EaH4p1+JIX+06Po8d28UipbeYYp0AyjBmymS3GFI44AOBXfGp7XBulJ2s/wAL3PawMuaPKuh+gngH9p34dWr2lmlx9nul2/Jcw7YXdv4ixB7k9fzwa+jLD4g2Ntp0NxbTHNykc3mAiTOfkJwemO5xg7SecV+UuueJLmazt7SRdUwzuq3LRLtUDvtA+XIYH06mrnhnxd8bF8T/APCF+EW1HXvMtUuoI4bZ5GaHO3dsBwMMu3AGSRwDk15FbJ+Zc0ZJevb7j16Mox92SP1uuP2uJfhXpNrPpdnNqrFVklSGXbGDkKfnb5cDGPmOTnp1x1HwG/4K4aL4rulj8Va74P8ACrQkB4L3U4VEeCcYJKknpnr9Bkmvzj8afssaprf7JXhb4l+KvEmp+KNW8QCSOfS7q7lt7fR5FkOyKOMMFDhY33lsDMZ4yMta/YX/AOCbGvftC+P9S099H8JyaHb2yzJNdWSrI+SwwJtpJOAD0OMjgkcOGEpQTjJ6r8fT/hgqcko8y2/rU/aPQP8AgoP8E9f8Oy6l/wALS+H9vb6eMTSNrtv5cZJO07i44O0478Gvz2/4L4/tSfCT47fBmDSfD/jrwr4lvoh5qRaZq0Mrna27kqWGT8pHQ8YPBNcT+zh/wQ48P+KP2s/ix4T8XXutWXhXTbewbT7CxkjXzZpVMpO5gxVYzGwULzgnnGc/QGv/APBvf8D/AA9oslrZ6Pq02oNEZ4Li81KV7gNkYJddqLjI6AEbepJyOqjGhSqxlzPv/XoclS0U39x+H158IdNl8O6TLDc2l1qMw3XlrbfvWhQjKqflGec/NyCpUdAK/TP9lP4H2vwX+Enk21wzNqwjluIshViGwIkbEcFwMFjj52Bxk4x9Yfso/wDBOrwn+zR8Ldcbw3Y2ml6ommTzxa3GRLPwVYxEvmTyQSoKN8p2gnPFeL/F/wATw2viaSOzhe3+3WVnqggiUIkDXEEU5RETogaUgL2AA44I3rZt7aXs0tP66HPmGEmqKqRldN/8FGTr0nl3PzMvk+Z8uSuwduDjjGRySR2HJzXN34htJcxiEvJIUjKEqFYEnjB6A4/w4r4+/wCCnXxm8RaJ4h8OweHdTutNClnka3uCN5/hJx+HXnOPw8w+Dv7RvjlbnT7y+12+1C1VtzxnEm4ABSCWH0yp6cGt44f92qrehw0cvrVYc1PU+7NYsWgdo1ljk8xdw3fMpbuSRjbx3I6exzXyc/wYuk/aXvNUu7QyW8JaVJcF/MOOGJ56kg8nr7Zr0Xxj+2DpmgiGS+tLxY2QbCQGK7sZ5DE9vfAI4psXxK/4TLw6urWH2iSzmiL8thtxJ+b1OT0HAB/M64ebSbjs9DCpRq0NJqx932WuR+Ifj1qF5DcLKlnpNvAVAVdzrLK/rk8YGCc5YemD2/h6aOTWSFkZEyEiWE5ZQCwXgdiV4I64ABrwb9jy9mvtFvXLtNeRvEolDFVRuGXGO/r2yRzxivonwlpdr4atJf7e0XWFvJP3INvGSGAwVBB4HTp04/GvIhZaP0KxSfM7HSWgjtViWUqrMu4s0Y/ddD/DkDPoe59SDVuzmjga1JMm2L/lk5+9gLg529SMYJ9+PXb8F+HvCfjLQY7o6lc2EkwKCG+ASRCOuVPK8564PI7mqvxn0nUPAvgee88H28firVN6n7KJzvZGYKcdgRjIPfOMdK2jRk9upwuoktegCB/tm9o41VW8pvnKlQc/MQBnOSvB57c8V+Z/7Xfwxh+Cnxn+Imh6tbPHofiLUT4isNQXzI0RpgquhjAPyB4sh8hRsYcBxj6Z1j/go7cfDSSS28XfDfxhp+2TO77KZEYdAyspIOMYzxk44rzr9oP9tT4W/tJaDotmk+raf4mt5mitZLyyeOOdZGXfExwRgkK2fVAD1orYOvCDlGO3b+n8j0ctxUFVtLaX4Po/0173PlLxF470fxJoq2Nxr+kzSW7kQuk6TYAPUIOcY4AOccda+0f+CFugQ698XNe1zVNMbT7VWjt7Ca4jCm8SAEbivOMvJIcfeA254PHzj8UPDEM/hmSaOTyVaMld2AuFYEjLfKuM+w68da9k/YB/bB8O/B3WdB0zxRqlroVnYy7xLcAxs0Z5BLKdvzN5bEA5GfRTXi1Kkp03GCer9fy/pH1ns00uax9sftCfBbXfhJ8SfElzo/ge0+I3gDx1u1KbSxqENpc6HfZZ7jaLhgkkczuJBh0KNuGCNteGfAjwb4r+H/xTeTw38O7jS4dSlUwvqes20KW/fBMLTsQO2F/D1+m/Cn7e3gf9onVLrSdN1bRUsJ4nha4DnchymFyw8tmbecBWIwpPI68Doen3Xwj+O0c01xFq2k3ksYtruOTzHiJJARxnuxAB6denGbqczsyqMYNSi97bd/Lff8/mfT37P3wdm8AWmsaprmoW+seIvEd19quLiOLy4rZVhjiSBMkkqqx53HqzOcKDtG/4nto9V1G3hl3bbcESMGznAGdw7noe/wClX/8AhIEvNJjhUMvnIHD5AwvY89+DgYP3axvE2qaT4X0lrnWJxYWP+onnkbygpkZUBLdssRzxT5rO6OKKvv1PnGXwivw/+OHxE8U2MlxY+FdW0mS3f7Um23N08Sl3VjyY40DO2OAFbrxX4g/Hz/gppq2o/GLX7jR7P7NpseqzRaeZLjMkNsjFYAR0wECgDB5GOM1+tP8AwWJ/bX0PTvg1feCPBmsR6xc3Vqp1S7spPOENqzAGASISAz7W3EcgLt5LYr+d7xL4qvLzVsSKqsszfw/dySOP1+vvXocP4elWrVHa9vze52Zh71CCqbf5KyO9+OPx+1T446+1xqUOxtOi8rbEytx06dB+vHfgV0HgWM2PhS1jClCwBJOMvg7h0yCTgcHg+9eNvrL3Md1fMqxtcFlZVYZVs56dQAWBz3+Yc849U8J6vGdDtF3FVXYVUEJvOemcf7fQDgAHivex1PlpxjDTUwy1KF0trHT/ABa0K48W3en6LpsYuL3ygVVc5c7cFiW554I+p4x19Rjv5vgx8NtJs9agTT5vs5jV2j2glRyuc5x9PfoK4v8AZr1H+0/2kbKaTc0cMZxtXcCTwcnn5sg8ZH3T16123/BU6GTWNG8MWIfcsEZuHCjyyOSD6A9RwRn5eM4AGeFglFQlseLm9R1sTGh0Por9lX41r4c8OXk8l5HaRhlMcmCxi2ggEE/N/C3HPX0yDrN/wVI8R3vjOaCzmuL+GCTE7i1DeZt+Xqw+bJ57ZGeK8W/Zz8E3Gr6bbLdRzR6c0hikbyisb8bctJj5cbfTAyexr6r+Gv7B3hzWtEme48Uafpc7YaEwy5XaCGx8wHJ74OOOOa8ynRXO2cOJqU4u8tWekaR8cPiZoXhyzvtQ8CaleadeReck0FqrrtO07hsOc7cZBXk8nHQUn/an8M6Pdsl1p/iLw7I7q/zadJHlcjB3henIJxgAN+Ag1PU9U+F9i1rb+PNSuk0dBuf7TlCig4YLg8njgcDaeBxXnvjT4769q13C954kjvmZS8JFvbv0AwcmMdGHzYxnOK7Y4dp3R5ftoy0sjtNd/ah+G3jfR5IP+Eyspr9VMUMN8nAOz+Itk4JzyeAM8Y4Pkut2fg3xZrUK2q+Gb+6UkFleI7hszntzux644znts6T8evBd7Gq69oPhTWvMkKmWW128qMfNtzn5jk8dgODjLJPAX7P/AMRGb/ij9JjmVd8xs7wxSSckfLtYYyvYHH1rSPNHq18ieSW6X3M8m/as8N33h/wRcfYbPc0hWSEQXKuhTPPIPbcT1z0PvXzZ4XtvFHirWpJls9UnmvIYoNi26+UjLgAh92MEAcH2zgcj7qvP2VPCsPgrUv8AhCrrWbG5bBjsr2+a4t5GBOVBZ22uy4XgAElQT6eY2Pga68O3/kxrHbXRYrIkseGjk3MwySMjkk9+D9K8KtUeFlLlS1d0fZZXiIYinGNTW2jX6/M7H9lH9krxpqPiXRbPwzNqqzIsVzcXd1MlnGzbNpIVAS3yk4B6E84xg/Yz/sb/ABV8H3+raquuaYdPmkDx6VhpHYAHzH3knaxzkKOD1OCcjC/Yt8P6rYarHeXDWk0MICMElPmfMdxyBwcbiB0+9znmvvvw3py6ppkj3zxr8hEY37gAQQfY9B29fw5frE5Jtu56OIhSTUoRS6+e4nh2LydJ01pHVpFtQjkj5iw698dS2fqeK+dv+CnPjj/hG/gYtvET5d5fRRSbDjITdKCQcZwyAnpX0TpzLfH7NDJujTCO+7GzHPHYnvz6VxH7S37HWl/th/C/UPCN9dXWkyLAZ9Nv7cKzWd0hAWQq3yyKclWBzlXIBBwwlcqau7HFUTcG0fhl8cvGn2rwl4hWOa4j+0RNIGSBQPNUndubbuOE2EYzjjJHNfm/qOqS3Fx5m6P93JkMvf0x7deMfy4/SH9sH9hv4sfs6+OPEHhPVo7PWnt1Ad7dyrTRFQUdCQF2sucHhiVIPzA18CeL/hZN4a1Y2t9NNpd1gr5F7GYWPtk8f0r6Xh3L/q6qO6fM01YeKzKnWUIR3jvp8jm7W6a5sp2Zd0jPgEYzgjG0A5OOg49u1ejaCPOa3J+9GCAoBwpwPm654yPz9OK4m38G6lbW67o1uI2k3eZEfukHOecdsjPrXcWOozRapbw+XJCqg7hMeqnIPvwAMc84PGM16WPTtZGuCqLlk0+x7X+xnb+Z8ZLyWZVKxJgbnyM4xnpjt+RwfSm/8FRNekb4heH9Ot5GhZrRQ6rIwU565z/vfhgZ7mn/ALC5W68barMsJh/eKm8A/KBg4/DsCAT6EmtP9uj4e2PjfUNZ1qWdll0GCMRRiTOPucAZycknjGenQ1y4dxjNXPAxU0sfd7f0v6ufV/7Dvjn4heLrjRdD0/ToW8D6bOE1C7SwW4IdxkLuYbm6Hpz2GBjP1hrnjv4YeG7u5t9Q8OQzeVG0fmR6TtjkOT8wIBDA8AHqDkjPfz3/AIN+LOG407Wo7TVZNVjktZJZdIeNf9EPmoqyksMjPIx3z25x9xfEr4A6x4heSa3h03KzySp58G7y0O4g9MArjIxz0H055OCdmeJVpyc24rqfH+paj+z/AON4VTULLS7WG7BaUXCPGjtgnJJAGPbOcDPPWuR1X9lL4C+Jr9Liy8RTabM+VWW0veYwR0C7/pxx09ufpi8/Zi1S91eX7d4d8M6hYmBsLD/rnf5TkkcDKjB/3QfavPfGX7NHh7Q7yWTxfo2l6Dpch+W4LhS7lVLBA3LHKkYBJxzjJqalWEI87lZImnGd+SN7nh+p/wDBMPwT4n0nyNG8falHarJ5n76RZldz65LZOR+YHAIzXn+rf8Ee7rT47ptL+IKzXShsC5hMeccFeHyeOOnOMfKa9C+IPgb4cx3hh0HS766XiOOeV/IVvlHO0BSAWx8xweOnOa4O/wDGcfwx0ncRcC9kuBa2FkZTJli2N+MsxxkHr0PHPTxK3EVKOlG8m/kvx/yPaw+W4hu/Nb8Tzq3/AGRdd8G+MJ9J/wCFhKLq1VZpk02WWdUDHauPmG3I5xuzhcY7GfR/E11r/wAcD4Lvbxrh9OsGxfsXWeeZJEEhJz0+YgDPRRXsf7OPwp1jU/M1PVPMj1K6yfJZR8g3gI7K3I3YJ2nO0HJB4FfOXxD8M33wV/4KR6Nb6xeSLDdWUyeW5yis6DyyBkfeJ6HHIrzI5hXxlWcJy0SbS80vvf5fge5hcPGlJ8mskt/V6+X9ep9gfA74ian8M9JmvoFmvVsQS75Ktg52gjkHqTzzk9c5r7m/ZF+KGpftN+AJdWSVNPt4bxrQqMyM+BksenXI/XtyfjT4Q29re+I7mx1BV+y30KQM7fKGbcVBwBj+PH908dzivbf+CcfxGT4P3PifwXfTReZ9oa4j+fglOMnOCNwCHH+1n6FGUnaT2Z2VGnFrqrH2fZ+HYPDWmzSSTKsUbs7NICFRADnPbb/IV55+xl8cJv2i/jX8SdY09v8AikfDD2+gacCB/pFwAZricHnIbfGo5IxED3r59/4Kfft52fw3+FmoeGNHuI21bWrWRWWNssEbI/hznPK/U/Wvd/8AgkZ8DpfgX+xlothdLtv76SS+vQFB23EjFpFyP4QxIHJ4A5PUziZe+oL+v+G0OeWlFyl1skd/+1P+zt4X+MHh1r/WfD1jq1/psTNDcNGEuIo8Heqyr+8UYJYbOdwHIr82f2uP+CX8nia0uLrw3a+H/iBYwkuvh7xCqw3VuPmYiC9AKsc4CrMg4yTISef1m8ftjRo/l3bpVUrjqDwf8fwr41v/ABHNPq13aTxyW11ZySW8zRS4LsrFcD39u2a8PGZxisvrRnQlp1T20/rfRmdHBwxEGpLbr1PxR+Kv7C/gHQvFclvdweNfhRq0Eu6awv4C8KPgkqhDEFRgkFc5Azz35zX/ANlXQPCsFvI3jCXUYZiVybcJIOO+R0xxk+vbmv3psbfw58aPD8ui63a2OqLa5AS4TcfnDcrk5GR6HuK+Sf21P+CQGn+NPDjap8ObaAalbK80lk03kPOTjasDY2Bs54bH1r7TKuMMPibRrNwl96/4HzPNxGCxFJ2i+Zfj/Xofknr/AI5X9mPx3aWmjyS3l1qUqNtNv5ZBJUZDd88jIBrhPj/8dL3xjqF9a3F1JDNO6m4iH8RABCnjHHvxj6kDtf2sviRqXgj4mQ6b4+8P38PjDw7arZpHf2v2OW2GGCbwRuYkMrAnGcjjHzH5p/teDXfEsdxf3EywzTqLlk27lGSpPI9R26kD3r7WjGLjzOz9OvmjGlh05qc1r5n7WfBjx/f/ALO99cXPhNU0q4u0Ec3kLuVkBLgEdBzg8gc5z2B9M0//AIKF/EiCzmjfVVuMn5URd+4En04VuDjPTPTrjwOG/v2ulV7W3aDOZJUJXDEMqkD7xOCoJ7/U8VZ7+S22tDb7t52hhOu4sDwOOB17kdAfU157pq+p8zzPdH078LP24viJrPiS3hs5NPIt4t0klykh2DITkF+pz0GcA5PSk+K3jq++JWqnWNZvJtSuo1LFQNi2sYzgImMBcEfdAJzk5PJ4f4H6BL4Y8H3V5OkazXXly7Gb51XDFSTngkEYAP3WAPPSPxf4mjE9vJHC1vI0/lcFmXHfPHoP88V+acQZjKviHSpv3I6abPu/60PrcpwfJTUnuzkPiR4hl0DRvtkaqxZB5akltmRwevygEYzxg57ZzSs/COj6drOi+MPGWr6fo8NlbILT7bciBZJnAG87yAq8naM5IIyRjBzPjWJ59Nt7FWuppJpmQspDFctgccccZwfToawPGX7FmhfEuyg1LUpLhdSlQIf3rbFHyrzn7uAMDgH+Z8+hGnGK9pK177K7/rc9n7K1te59ofsg6z4W+L3il00PxFoevf2eoknayvIp3jJbK7tpOAcHG4D7p9K+f/8Aguj8BbyPT/Dnj/w5pvmX3hrU1WeSDBkMG12dgv3jsYKcqeBuPQZruv8Agj78I9L+AHxL8Z6Db3UcNx4psoJ7V58bXFuXYxhjn5tsrHIBOEPfp7T+0Pc2/i/X28PyeXcWNvAzCF1/1qNuRh25PUjpgkV0LFU8JONSnql1fXTVFYemoy0Z8/eAfHMI/Zuh8VTL5OoLDFMA6suG2LuzxzwT3xkmvNfhN8fdZ8QfE3UPFhjhE9vbNLHEsZRRyFB4x145PXPbJr0zxZ8K11DwLJ4f0mNY4Yb4W8pZfmkVAF5zng4yAOgAPfNZfh74TQ+BtJijhWRb+4KvGgUttVc9sfNnJ4ORwOvJrsliocnuf12O2MLKx534a8H+KPjz+1n4Xt9aga6XUNVhunU5+SCNhKwG7kgpGVHbqCOlfvZ8J/Dg8GfDjS9P2ruhgBf3Y5YkfiePavy6/YA+GV94t/aHfXr+Hd9hgUIJIwAnmTbWP3v7qsOOuT6Cv1fULaW3lr/yzXj5c46+nX+dZ06inUc+yt9+rPOx9RStBGV43Qy6FI215GjO5Qp25OD3/Tr3r89P2k/FeqfCD45ag1rJ9os9YCXxSYj5Q3Eh7YBkWTAGRnBr9Eri7K7h8xhYlWdh0PTAHT2yeP6/n/8A8FjPhbcaJ4L0TxdZxyM2j6l9mu5lXC/ZrgbkZu/yzIiY/wCmxrzcyw3tommXVFCfLLZlHwV8RNF8WS26zSfZL6XEiFCyKSM5JI7ehH8s49o8J+Ng6QwzSLLIygKwxu49en/6yfSvjHwDaXENppd1DeGKW4VQIpDw49TwDzkc89a9g+HHxNg/4SG+t38wTaKYEXb8zSPJjaF7E8+xG3oO/wA7Toyg+aOx2V7N2Oi/bz/4JifDL/gol4OWLxjpX2fxDbQeRp2vWRWPULRd27ZuZSJI8lsxuCvzsRtYhh+L/wC0h/wQ18Tfs0+PLya61NdQ0fTpo5oJn4F/CHUlcZAXcFwR2PqOT/RXAV0bw2i3EgbUI4knkQkKArlgvt1XH9K+Uf8AgsHoa/8ADHviTxNawSXlx4YQag8UD/O8IKrMOCOFRi5z02dq/RMgzSvSlGg5e6+nb0PBxUXyXhufDVyftFszblgV8l32tkDs3bgAAYHI4/G14P0VfEuu20O5jHuaSfGPuqcAdAwzjGRjHriqRu4VkaNX4jG5AcMSCvAAwCQPzwfTNdv8JbONEvLshuYxauu4rkn5zj5fTYOmeSDkcV9XnGJ9hhJzjvbT1eh8nl9H2teMX8/Q9c8C2y61oN04z5MkhhYMM9OmSPqAOMHj2x5T8RohZ6nJGskayeaDIoGG4B5Pqc8dBx1xivZfhRCt78OobmSNk8xnbLjLHkdx17DJ44ya8c/ak1ptH+IkzRlY/tkKsu8kNG+STtH0HtyD1yK/JqacpWPv6EbFy88Cf8Jhpen6jHGhEMq5UIDkgqSoyeQc+p6etXhM0dvNlWCodvzAMzDgHnnHr7/njc/Z9u5Lvw39kuJGZo4wcuTG3zDjGOOvYH168Ve1qxW0nf540h3ElUjwUXk4z054/IfjPM9mKpFN8vY4h7y90bV49U0qRrK/sXDwPE53R445GPXGVJwcZ5zivR/AvxCX4w+IL7UJJPL1LlLq1G4eUgAXK8/cJAwfpkevKxLGIcMrSeZkhgfujofXsO+PpjFef+ILrVPA3jO11jQ75o50mV8EBlYfMCpBGCrZ56n0wACJlD2i5djWjpoek/FbxO2g/ECSSCby49RSKTAbOXUlDkDgfdzx1zzXWfD7wksmizX2pGXydqtEjqDwDuB9BjOfX9K888CXI+LFtF4i1GF7S3tXY+TJwu8jay5IG5VZRhujY6DDY9u+G1nH4zstSe4mNvY2UP72Qfdum6gJzz7nr9OSM6lSq6aoQ0a0b/yOmWu23U5/W9N8QwfDbUv+EZ1a98PXGqGINLZzvbSRRIxbaJE2lWfCD5Tnapz96vOrSz+NtpAjR/GL4kblYxhx4kvW545Pz8DB/X25+lZHjvvDFlaNaiGObdJGqKAox0wv0+nQ/SpNH0WzjmBJVVjiMu3YD/eJPT9ev16nso1fYxtEIyUdGjwD9m79or9pST4tat4fs/idqF/Y6eS+zVrWG+3jODl5EL5O4jO7PIx2zp/HP9v74mfEb4hyfCDWtG8DaxZ6yqWt1dTafPFKwZtzSIFkCK6FUZWIAVlB56H1z9kTwXHL448WaxtiWHd5cZ2bjgcn27Y9eucd/I7f4ex+Iv29766KmSC1haXPRQcJyQOvPP1HXNW8ZdWtpZ/oEuVzvbZfiV/Ed7/wi3xLsdJ/fRW1jAvyqeIwMjj6fyHSt/8AZl06bxnrOpaxKoaDSZm1iRWU7WkXAgi/3QzA9jhfWvGPi14rkvfjl4huI3VmeYRDYSAQGI6gd8cD375r6Q+ANlB8K/gPY6rebYl8QX25t5AaaOFflB9vmbj2Brg5dUOUPd+7/M90n+MsPi34pQaek0mLyS3sPOI+bzoQ02CuflDK7EH2Htjh/ixpkXxC8TeNvAN0zHStX0q9trhJMNGPtC4YgH0D+nt2rzn9kvUZPif+0RqnivzN2keHYJJEdTuWVsFQxP8AunHTpnt06D4LatJ42/ao1yZdv+odAwG77yg8nr1J+g/CurD4mSrQk93L+vzOSvhkoyS6Rv8AM+F9Qsb3SoHE1leQ/NllZGRsgY/i/u8ZznOSOc4r0rwHa/ZfB1tHJ9+Yu4BONnzADkZPTB579PSvev2grux8NeEre3a1tTql84eIINzx/dBbOTg8BR3PUdCK8n1fTli8IWN4rLHGUl3Adc9QMdueMEjnJx2H2XFmOjyxwsN73f6I+TyGhJt1pbdPM9Y+F2nLD8OtLWMyndCG3A7hJnrjPGOvoetfM/7YF8o+Itr5duGaGLYSBnqc5wwxgY5/HvgH688H6E1r4Js4WRd32ZAFAGcYXAGeO+M9PUenyT+19prWvjaQNu8wxOSUHyoCwPHXB/U5HOeD8Xh/4iufX01bc6X4F6k032VY9sUjAH8CfX8Sf+A123iqwaWSZw+0qhCsse4YALduefm615h8F79tMs7VpV2vBIQF+9yTk89M5zx09c16xqMkWqWnl4+8FCLu7j6djuHTnFZzfvOxnKNmcN4lu2hvobdl2+X87PHgYOOecc+nfnHPHMvwp+EV58d/iK1gsyQWdjC15eXG4YjiVu2fl3HIAzxznkVs/HPwuug63p0x+Xz4P7p+fAB556/XgZrtf2YtZsPD/wAE/Ed5uaO81S/a1eQdfIiQZTrkZdmGfbPoAr+7c2hrqcV8frCz8PaZ4VOj28kS2dqEubNZmZLdyFySSB0YuMgkHAxgct0nwj1u9HhGOJJZo/tBWRDj7/OApHcdCee1WPgWbPxp431rw/q0at9uO+AyAqQTwRwMADHGPT1rbT4azeEdcgW3RTDayxbQ/APzKRu59C2PqfalzWVzpqVdOQ77WhJNHaJGpXbaAjZjhizdF4HOR7/hxUfjq8k8P6NdzW7Kzw24g9c52g5x6cn/APVVg4uPE1vbkrnzgHKseFDDv7cflWZ8RLw3t3d2jZ8uRwWKkcc8c9eMY696jmbObmV9To/2Yof7K+DF5dQ+Y0juzNuO7nOQOmRn8q858EQf2Oni7xZdL5N5sljDyfeXBHB6gcKDxjP8+i+EniGTTfDWraWjPzLsQgZGD9fp+dcr+1hrA8HfAuaxt5HWS6fyzztzuUk9Cfr359aT1t5DjH3mu58s+HmuPF3xDup1aIx307cBiy7mPbPUnp69BzXsX7bXxfk0FLf4eaJeRrJYW8FsWRtzWjBAZTxkk75OmBnGO4rn/wBh3wVF4x+K9nJcRrHZ2M32mVwvHlxhieQAMBR1zyc1yf7J/gPUf2mP2hNS8Vaok7nUtW+1DzU27g8m8AH+7846cZAOTzW2ydR9NPXyPQilfXp/X6H1L8CvD0PwF/ZNvLiaH7PqXiJmm/eJh/LCbV/Hqf8AOSv/AAT88X6enxS1qa5tkM10r/vMZbadwKnk/KfQY6dTUf7bfi5dI0H+y7Py1t7aEWkKg/KwUEHn2Jzn/CuJ/YQuX034qqpmjkZoMkEDJx0zjvnPPtXPT/jx8mv+CZT/AN3nN7yMHxPd3XijxLcahJEYoRxAjybjBGiqFXJznGNxPHOT71J4w0yZfCVnY7JPLvL22RZMls+YOffnOcY5yc5FGi/tWLomvf2NqGm2kP2T926AA4bH90qTyMcY7fhX0X4a/Zh0/wDaY8E2utaLeJYzrcpeRx7dyuVycHnABYk8V9BiMHXrT9pe8nqzwqFNUly7JFayshbaBDMysvlgqjK2d3Hue2B+INfI/wC2ppn2HxfFO25v3R37eMdyOD34Hfr0Jr7QvfDOoeF7J9P1CL7PdWr7HA/iAyQfft0469K+U/26tHVdNs7w/vI1yF6gjgYx+nHU4xXkxi4zSe56dE8v+DtzImhsHV28tgyA45Ht3wMZxXtHgiZvEHia1hZvMNxJGEDnj19cfX1zn6eH/CWaNrRoZtrfJtAf5sADAySOwwf1617V8GpGuPiRoq4bAuFZ9gOO5559cc/pU1r87FVjpdm1+2DcWsHiWysgy+bDCzkZwxBGCTjt0P4Z7VY+EmhK/wAItJiaNcSRy3juGBYh3ZlzwONuCPb1rg/239XkT4x30fmBhDbRrHvONm5Rk9OO2eB+telxW0nhH4J2MKbjNbafBBlVO7EcQBzgdsZP0HrzlV2Kpwdl5nmHie+ufB3juHXLH5cTZZo5Nu4gnsOvf86+qNLu4fH+h6bqkbI326aIysF+6IyxOW57evv3r5Fj1WDxRoM1rM6RyZEoLk7gx6YOfofw/PuPgv8AH1vhv4Pm024WVmiV1jJOBuZSAf8AJ/UU47WYqkG9uh7NZax9r+I91sk2KJ2QAt6sSB79/wA6qa1JHf8Aiu+LNny2MYA/DPT6fr718sfFr9sDVPhjptncWNta3U0mpO5WQMJCEUN0GDyT+vTtW1YftVW2peGW8ZOpj/tGUQXaQFZF0+cdN6tggEKGBJ+Ydwcit44epKPOlu9BRozex7x4Jsv7O8cyxblZZCsgXHBAwTx0/l+NeT/8FAvGK3jaTpsf7vyi0spyflJzg/jnP5Vc+FvxghWe3km1q31vUpGdZHaza05JO0YDOMrnHTOPevHf2wtauNb+JNuJF8x9aMNvCFP3ckrjGAW6YzxkY6HGFCjLm5WdFOnKMkz2T9mzw1deFf2SfG3iC1X/AImV5pf2CydQfkkuP3Wcjn5N5OePu9uK7T9g6x0/wvcaxY2catZeGbVQtxsH7y4K4wSOpHH1xVf9pLxbF+zT+wzoFpFHm71QpiNcY3qo2npwAXBx6etan7NPhW6+FH7OWn295Ip1rXohfXnQNz90HuOMnt16Cs6t1Hm/q/8AVvvLTTpvzf8Al/wTzj9rHX21XW4IpNsm8txncG69e3HqcHoKtfsc6lI3xctuZN3klTtBwxHAzz/s/wAq4j9oTxO1543ht90bLEAGBJ5988juOvX8sdn+x3E3/CyYZVTaqjaMkttzn35HH61zUbpps0xVvq9kT+Gf2ZvBP7ZfiuxvI7660XxGpJE1nKEklTbyrKR90cjuME88nPt/w+8NePv2CdTt4NSjm1bwYT5aXsMbOYACMCTHK8E8kY4755+TP2H/ABPrnhX4w2q6PbyamsoDLGNocICvQscH65/Ov008O/HKSd10zxLZTRedCFeG4hzu455AwT75r9Ho4fljbqjwvatJResX0OkQaP8AtGeCY54WVCsQaK4XG45J/Mc9q+Ff2+vAk+haJcWM7eZJBIylsblx6njj1r1T9pP9tvwX/wAE/tVXVJDcNod3y1tZp5ixSHJOB/DuGeMjkHpX5bftuf8ABcHXf2jvE+rWfh/Q7Oz0/UHkhtpZDulhTAAOem4cnp37d+fFZLUxbUqK96+rCnWVKV+h6H8NJZrPxSq7vlkYqPmClzz1B5PORz16dhj374LbbX4naPIo+VLgZbO7dwecd8fl+NfIP/BNvxjafGnxA2keKvE1rot5lUtLu8Tak8nGEYr068HjqBX6m/DT9gbVWv7HUP7ZsJobcmSJoW8wNnnDH0PT9PceHmGR4qjV5HG/mtjp+uU6kbxZ8uft5ae6/tGW8O5l/tJLZFIxgBnGMjGc5UYH68V6P8TpvsPheHUrLa0kcTJsZSy4O1gwHZlI78YJHpja/bx/Z112L4v+BdXbTZp7KC4MVzPCuYkCAOCf7p4bGa47x1qk2k+E5IZW2rGGyuTyep4bn+XTt28fEU5U5JSVmdlKXNFWPAYXzfRWtuysLdNzkABe2M/0HXjtV/xi/wBls7WdV8yaY7NyjhT3Pfpzx9PWsXwxd/bdXv2RfLkJYkh8rnnGR6HIPA4rovFEEUq6Vb4HmMJJSoBYHkbffHUe4NN6PUdSN5Hzl8Y9G1qfxPcXAUzWNv8AMtxEpfypWydhHYKojPpk/gbfwytbbxNCu66a3vpmEaSQPtSQMwXDE4BXoTnt+OPXdF0P7AsytHCTeXPmMpTjoEA59lHHrntW58Nfg1ofiLVysmlpGpwztECmcYB4zj3PHPX1FenDHxUFGS2tsbQfL6FX4deDtW0LW7NYWklYL5cVxDtbKsGDKctt6bgGB7cDPJs6D4dm+N//AAUZsPDoHl2ug2sOo3BTnA8pSuT2+9tz/tH619g/DD9hjwbf6JHqUs+rbiFwiXO9WPrjGcf4VuWn7Lvgv4N/HyTxVoGmXEGv67AlrqE887SbkGMYUnaPugHb/d49TEsRGUW2n5fO36XCpioP3Y76nz3+2nMv7Qf7afg34c26l9H8D2iXmqmNl/ctIEk2HrglQgwcdT36dl4u+JD3WtzXG1VtbVQiKegCjH5Z/lXz/wDB74mrL+2Z+0RrN7ex/bbjxJLp1s7nhEgdowi46YCAHPPHapviR8RV0Szmht5PMkugQV3j5Rzn0GOc1w4ym/a+z7Jf5/16EqPuqPZHP69rS+IfFVzcGVpF3ZCYG0c/xHnpgccEY+te5fsWQi+11iFXYCAhUfKncEenTt+GK+ddFxG8ckiLnbg9NxDMcMMjr1HXnj0AP1d+xnp8Oi2S3Um3kkRgkkyN05PXofyP5YRiudE42VqXKjC+EP7E3xB/Zv15fEVnfabJb6bKsj7ZNzIjHBwDj0Awc4yfeun/AGkf+Cl9l8JfC15JHHNqWqWyrBGJLfADfdyT0I69un5UUV+jKNppL7R5NJe0dpdD4f8A+Cn37RGqT/ChLeTT7e/k8RK7XM8u3EA4J2DqG5HOOMcZzX5/rpZ8FaebV44W1S82SOzKD5KFchAeRk8kkegFFFetwzFLCc3Vtt+epy5k7Tsu36o9o+C9taW3hyRvMaO9bEgf5ge207h/wLAx2GcV9ifsnf8ABTH4gfsuXdjYX+oXmteH7W4YvauytIycjCseepBIJ7+lFFfQY7D05x95XPBwtScJ+6z9Bv2P/wDgpJ4e/a88ca14UbT75ZdOt1uJI7y3X5N+OAysQw+YHt/Suk+PP7NPhT4s6HNbaVJPot7PyZYkJVj6FScfyoor87xlGE5KM1fVfL0PqpL2U1ydUj4g+I37I3ij9nnVmkvPsd/YTHieO45AHTKnnv79/auLg8Qrd+PoGk3MtlGkSgDPXaT1+vX+VFFfMY7Dxp1JRj5HqUZc8bsueItNmXxDerARJDauXMTH76H5h6fTt+ldr8FpPMjnn8sBhGGDEZZM5Hr/AI0UVxbwXqjajFODbPsb4H+I5ZfClrZyr++jfzZGwCGXBB98ZI4zVb4keNo7nx7pNus0glmBdiMjdtUH+Zz+FFFKLfIjkjG836fofkX4b+Klrpfxp+K2qS+d5epeKdQvV+XjabiRhx1yfQ46fn0WleKP+E51eN1kljjt8sPMAbIPfJyRjP6j3oor38dQhHmmt9PyPRqRSskd+zGNGyrFpQN245Cg5wvv838+tfT/AOyXZTf8IsTNcF5bSTbEcfKwzls4xknI5IGKKK8LZ/12PNxSukv66H//2Q==)  
I. J. Good (1916 - 2009)*

*So, how many one-count words are there in COUNTS? (There aren't any in COUNTS1.) And what are the word lengths of them? Let's find out:*

*Input:*

*singletons = (w* ***for*** *w* ***in*** *COUNTS* ***if*** *COUNTS[w] == 1)*

*lengths = map(len, singletons)*

*Counter(lengths).most\_common()*

*Output:*

*[(7, 1357),*

*(8, 1356),*

*(9, 1176),*

*(6, 1113),*

*(10, 938),*

*(5, 747),*

*(11, 627),*

*(12, 398),*

*(4, 367),*

*(13, 215),*

*(3, 161),*

*(14, 112),*

*(2, 51),*

*(15, 37),*

*(16, 10),*

*(17, 7)]*

*Input213]:*

*1357 / sum(COUNTS.values())*

*Output:*

*0.0012278198461651215*

*Input:*

*hist(lengths, bins=len(set(lengths)));*

*Input:*

***def*** *pdist\_good\_turing\_hack(counter, onecounter, base=1/26., prior=1e-8):*

*"""The probability of word, given evidence from the counter.*

*For unknown words, look at the one-counts from onecounter, based on length.*

*This gets ideas from Good-Turing, but doesn't implement all of it.*

*prior is an additional factor to make unknowns less likely.*

*base is how much we attenuate probability for each letter beyond longest."""*

*N = sum(counter.values())*

*N2 = sum(onecounter.values())*

*lengths = map(len, [w* ***for*** *w* ***in*** *onecounter* ***if*** *onecounter[w] == 1])*

*ones = Counter(lengths)*

*longest = max(ones)*

***return*** *(****lambda*** *word:*

*counter[word] / N* ***if*** *(word* ***in*** *counter)*

***else*** *prior \* (ones[len(word)] / N2* ***or***

*ones[longest] / N2 \* base \*\* (len(word)-longest)))*

*# Redefine P1w*

*P1w = pdist\_good\_turing\_hack(COUNTS1, COUNTS)*

*Input:*

*segment.cache.clear()*

*segment('thisisatestofsegmentationofaverylongsequenceofwords')*

*Output:*

*['this',*

*'is',*

*'a',*

*'test',*

*'of',*

*'segmentation',*

*'of',*

*'a',*

*'very',*

*'long',*

*'sequence',*

*'of',*

*'words']*

*That was somewhat unsatisfactory. We really had to crank up the prior, specifically because the process of running segment generates so many non-word candidates (and also because there will be fewer unknowns with respect to the billion-word WORDS1 than with respect to the million-word WORDS). It would be better to separate out the prior from the word distribution, so that the same distribution could be used for multiple tasks, not just for this one.*

*Now let's think for a short while about smoothing****bigram****counts. Specifically, what if we haven't seen a bigram sequence, but we've seen both words individually? For example, to evaluate P("Greenland") in the phrase "turn left at Greenland", we might have three pieces of evidence:*

*P("Greenland")*

*P("Greenland" | "at")*

*P("Greenland" | "left", "at")*

*Presumably, the first would have a relatively large count, and thus large reliability, while the second and third would have decreasing counts and reliability. Withinterpolation smoothing we combine all three pieces of evidence, with a linear combination:*

*$P(w\_3 \mid w\_1w\_2) = c\_1 P(w\_3) + c\_2 P(w\_3 \mid w\_2) + c\_3 P(w\_3 \mid w\_1w\_2)$*

*How do we choose $c\_1, c\_2, c\_3$? By experiment: train on training data, maximize $c$ values on development data, then evaluate on test data.*

*However, when we do this, we are saying, with probability $c\_1$, that a word can appear anywhere, regardless of previous words. But some words are more free to do that than other words. Consider two words with similar probability:*

*Input:*

*print P1w('francisco')*

*print P1w('individuals')*

*7.73314623661e-05*

*7.72494966889e-05*

*They have similar unigram probabilities but differ in their freedom to be the second word of a bigram:*

*Input:*

*print [bigram* ***for*** *bigram* ***in*** *COUNTS2* ***if*** *bigram.endswith('francisco')]*

*['San francisco', 'san francisco']*

*Input235]:*

*print [bigram* ***for*** *bigram* ***in*** *COUNTS2* ***if*** *bigram.endswith('individuals')]*

*['are individuals', 'other individuals', 'on individuals', 'infected individuals', 'in individuals', 'where individuals', 'or individuals', 'which individuals', 'to individuals', 'both individuals', 'help individuals', 'more individuals', 'interested individuals', 'from individuals', '<S> individuals', 'income individuals', 'these individuals', 'about individuals', 'the individuals', 'among individuals', 'some individuals', 'those individuals', 'by individuals', 'minded individuals', 'These individuals', 'qualified individuals', 'certain individuals', 'different individuals', 'For individuals', 'few individuals', 'and individuals', 'two individuals', 'for individuals', 'between individuals', 'affected individuals', 'healthy individuals', 'private individuals', 'with individuals', 'following individuals', 'as individuals', 'such individuals', 'that individuals', 'all individuals', 'of individuals', 'many individuals']*

*Intuitively, words that appear in many bigrams before are more likely to appear in a new, previously unseen bigram. In Kneser-Ney smoothing (Reinhard Kneser, Hermann Ney) we multiply the bigram counts by this ratio. But I won't implement that here, because The Count never covered it.*

***(10) One More Task: Secret Codes***

*Let's tackle one more task: decoding secret codes. We'll start with the simplest of codes, a rotation cipher, sometimes called a shift cipher or a Caesar cipher (because this was state-of-the-art crypotgraphy in 100 BC). First, a method to encode:*

*Input:*

***def*** *rot(msg, n=13):*

*"Encode a message with a rotation (Caesar) cipher."*

***return*** *encode(msg, alphabet[n:]+alphabet[:n])*

***def*** *encode(msg, key):*

*"Encode a message with a substitution cipher."*

*table = string.maketrans(upperlower(alphabet), upperlower(key))*

***return*** *msg.translate(table)*

***def*** *upperlower(text):* ***return*** *text.upper() + text.lower()*

*Input:*

*rot('This is a secret message.', 1)*

*Output:*

*'Uijt jt b tfdsfu nfttbhf.'*

*Input238]:*

*rot('This is a secret message.')*

*Output238]:*

*'Guvf vf n frperg zrffntr.'*

*Input239]:*

*rot(rot('This is a secret message.'))*

*Output239]:*

*'This is a secret message.'*

*Now decoding is easy: try all 26 candidates, and find the one with the maximum Pwords:*

*Input:*

***def*** *decode\_rot(secret):*

*"Decode a secret message that has been encoded with a rotation cipher."*

*candidates = [rot(secret, i)* ***for*** *i* ***in*** *range(len(alphabet))]*

***return*** *max(candidates, key=****lambda*** *msg: Pwords(tokens(msg)))*

*Input:*

*msg = 'Who knows the answer?'*

*secret = rot(msg, 17)*

*print(secret)*

*print(decode\_rot(secret))*

*nyfbefnjkyvrejnvi*

*['who', 'knows', 'the', 'answer']*

*Let's make it a tiny bit harder. When the secret message contains separate words, it is too easy to decode by guessing that the one-letter words are most likely "I" or "a". So what if the encode routine mushed all the letters together:*

*Input:*

***def*** *encode(msg, key):*

*"Encode a message with a substitution cipher; remove non-letters."*

*msg = cat(tokens(msg)) ## Change here*

*table = string.maketrans(upperlower(alphabet), upperlower(key))*

***return*** *msg.translate(table)*

*Now we can decode by segmenting. We change candidates to be a list of segmentations, and still choose the candidate with the best Pwords:*

*Input:*

***def*** *decode\_rot(secret):*

*"""Decode a secret message that has been encoded with a rotation cipher,*

*and which has had all the non-letters squeezed out."""*

*candidates = [segment(rot(secret, i))* ***for*** *i* ***in*** *range(len(alphabet))]*

***return*** *max(candidates, key=****lambda*** *msg: Pwords(msg))*

*Input:*

*msg = 'Who knows the answer this time? Anyone? Bueller?'*

*secret = rot(msg, 19)*

*print(secret)*

*print(decode\_rot(secret))*

*pahdghplmaxtglpxkmablmbfxtgrhgxunxeexk*

*['who', 'knows', 'the', 'answer', 'this', 'time', 'anyone', 'bueller']*

*Input:*

*candidates = [segment(rot(secret, i))* ***for*** *i* ***in*** *range(len(alphabet))]*

***for*** *c* ***in*** *candidates:*

*print c, Pwords(c)*

*['pahdghplmaxtglpxkma', 'blmbfxtgrhgxunxeexk'] 8.7783378348e-33*

*['qbiehiqmnbyuhmqylnb', 'cmncgyuhsihyvoyffyl'] 8.7783378348e-33*

*['rcjfijrnoczvinrzmoc', 'dnodhzvitjizwpzggzm'] 8.7783378348e-33*

*['sdkgjksopdawjosan', 'pdeopeiawjukjaxqahh', 'an'] 1.53192669415e-32*

*['tel', 'hkltpqebxkptboqef', 'pqfjbxkvlkbyrbiibo'] 1.59574951877e-32*

*['ufmilmuqrfcylqucprf', 'gqrgkcylwmlczscjjcp'] 8.7783378348e-33*

*['vgnjmnvrsgdzmrvdqsg', 'hrshldzmxnmdatdkkdq'] 8.7783378348e-33*

*['who', 'knows', 'the', 'answer', 'this', 'time', 'anyone', 'bueller'] 7.18422540159e-29*

*['xiplopxtuifbotxfsui', 'jtujnfbozpofcvfmmfs'] 8.7783378348e-33*

*['yjqmpqyuvjgcpuygtvj', 'kuvkogcpaqpgdwgnngt'] 8.7783378348e-33*

*['zkrnqrzvwkhdqvzhuwk', 'lvwlphdqbrqhexhoohu'] 8.7783378348e-33*

*['also', 'rsawxlierwaivxlmw', 'xmqiercsrifyippiv'] 4.20728492071e-30*

*['bmtpstbxymjfsxbjwym', 'nxynrjfsdtsjgzjqqjw'] 8.7783378348e-33*

*['cnuqtucyznkgtyckxz', 'no', 'yzoskgteutkhakrrkx'] 9.4554362126e-33*

*['do', 'vruvdzaolhuzdlyao', 'pzaptlhufvuliblssly'] 9.5930573844e-33*

*['epwsvweabpmivaemzbp', 'qabqumivgwvmjcmttmz'] 8.7783378348e-33*

*['fqxtwxfbcqnjwbfnacq', 'rbcrvnjwhxwnkdnuuna'] 8.7783378348e-33*

*['gryuxygcdrokxcgobdr', 'scdswokxiyxoleovvob'] 8.7783378348e-33*

*['hszvyzhdesplydhpc', 'est', 'detxplyjzypmfpwwpc'] 1.52450959071e-32*

*['it', 'awzaieftqmzeiqdft', 'uefuyqmzkazqngqxxqd'] 2.83847421472e-32*

*['jubxabjfgurnafjregu', 'vfgvzrnalbarohryyre'] 8.7783378348e-33*

*['kvcybckghvsobgksfhv', 'wghwasobmcbspiszzsf'] 8.7783378348e-33*

*['lwdzcdlhiwtpchltgiw', 'xhixbtpcndctqjtaatg'] 8.7783378348e-33*

*['mxeademijxuqdimuhjx', 'yijycuqdoedurkubbuh'] 8.7783378348e-33*

*['nyfbefnjkyvrejnviky', 'zjkzdvrepfevslvccvi'] 8.7783378348e-33*

*['ozgcfgoklzwsfkowjlz', 'aklaewsfqgfwtmwddwj'] 8.7783378348e-33*

*What about a general substitution cipher? The problem is that there are 26! substitution ciphers, and we can't enumerate all of them. We would need to search through this space. Initially make some guess at a substitution, then swap two letters; if that looks better keep going, if not try something else. This approach solves most substitution cipher problems, although it can take a few minutes on a message of length 100 words or so.*

***(∞ and beyond) Where To Go Next***

*What to do next? Here are some options:*

* ***Spelling correction****: Use bigram or trigram context; make a model of spelling errors/edit distance; go beyond edit distance 2; make it more efficient*
* ***Evaluation****: Make a serious test suite; search for best parameters (e.g. $c\_1, c\_2, c\_3$)*
* ***Smoothing****: Implement Kneser-Ney and/or Interpolation; do letter n-gram-based smoothing*
* ***Secret Codes****: Implement a search over substitution ciphers*
* ***Classification****: Given a corpus of texts, each with a classification label, write a classifier that will take a new text and return a label. Examples: spam/no-spam; favorable/unfavorable; what author am I most like; reading level.*
* ***Clustering****: Group data by similarity. Find synonyms/related words.*
* ***Parsing****: Representing nested structures rather than linear sequences of words. relations between parts of the structure. Implicit missing bits. Inducing a grammar.*
* ***Meaning****: What semantic relations are meant by the syntactic relations?*
* ***Translation****: Using examples to transform one language into another.*
* ***Question Answering****: Using examples to transfer a question into an answer, either by retrieving a passage, or by synthesizing one.*
* ***Speech****: Dealing with analog audio signals rather than discrete sequences of characters.*